Pandas Tutorial

**Pandas Series**

A[Series](https://www.geeksforgeeks.org/python-pandas-series/) is a one-dimensional labeled array capable of holding any data type (integers, strings, floating-point numbers, Python objects, etc.). It’s similar to a column in a spreadsheet or a database table.

* [Creating a Series](https://www.geeksforgeeks.org/creating-a-pandas-series/)

**Creating a Pandas Series**

A [**Pandas Series**](https://www.geeksforgeeks.org/python-pandas-series/) is like a single column of data in a spreadsheet.***It is a one-dimensional array that can hold many types of data such as numbers, words or even other Python objects.*** Each value in a Series is associated with an **index**, which makes data retrieval and manipulation easy. This article explores multiple ways to create a Pandas Series with step-by-step explanations and examples.

**Creating an Empty Pandas Series**

An empty Series contains no data and can be useful when we plan to add values later. we can create an empty Series using the [pd.Series()](https://www.geeksforgeeks.org/python-pandas-series/" \t "_blank) function. By default an empty Series has a float64 data type. If we need a different data type specify it using the dtype parameter
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import pandas as pd

ser = pd.Series()

print(ser)

**Output:**

*Series([], dtype: float64)*

**Creating a Series from a NumPy Array**

If we already have data stored in a [**NumPy array**](https://www.geeksforgeeks.org/basics-of-numpy-arrays/)we can easily convert it into a Pandas Series. This is helpful when working with numerical data.

import pandas as pd

import numpy as np

​

data = np.array(['g', 'e', 'e', 'k', 's'])

ser = pd.Series(data)

print(ser)

**Output:**
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*Series Using Numpy Arrays*

**Creating a Series from a List**

we can [create a Series by passing a Python **list**](https://www.geeksforgeeks.org/creating-a-pandas-series-from-lists/) to the pd.Series() function. Pandas automatically assigns an index to each element starting from 0. This is a simple way to store and manipulate data.

import pandas as pd

data\_list = ['g', 'e', 'e', 'k', 's']

ser = pd.Series(data\_list)

print(ser)

**Output:**
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**Creating a Series from a Dictionary**

A dictionary in Python stores data as key-value pairs. When we [convert Dictionary into a Pandas Series](https://www.geeksforgeeks.org/creating-a-pandas-series-from-dictionary/) the keys become index labels and the values become the data. This method is useful for labeled data preserving structure and enabling quick access. Below is an example.

import pandas as pd

data\_dict = {'Geeks': 10, 'for': 20, 'geeks': 30}

ser = pd.Series(data\_dict)

print(ser)

**Output:**
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*Series using Dictionary*

**Creating a Series Using NumPy Functions**

In order to [create a series using numpy function.](https://www.geeksforgeeks.org/create-pandas-series-using-numpy-functions/) Some commonly used NumPy functions for generating sequences include [numpy.linspace()](https://www.geeksforgeeks.org/numpy-linspace-python/" \t "_blank) for creating evenly spaced numbers over a specified range and [numpy.random.randn()](https://www.geeksforgeeks.org/numpy-random-randn-python/" \t "_blank) for generating random numbers from a normal distribution. This is particularly useful when working with scientific computations, statistical modeling or large datasets

import numpy as np

import pandas as pd

ser = pd.Series(np.linspace(1, 10, 5))

print(ser)

**Output:**
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*Series using Numpy Functions*

**Creating a Series Using range()**

The [range()](https://www.geeksforgeeks.org/python-range-function/) function in Python is commonly used to generate sequences of numbers and it can be easily converted into a Pandas Series. This is particularly useful for creating a sequence of values in a structured format without need of manually specify each element. Below is an how range() can be used to create a Series.

import pandas as pd

ser = pd.Series(range(5, 15))

print(ser)

**Output:**
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*Series using range()*

**Creating a Series Using List Comprehension**

[List comprehension](https://www.geeksforgeeks.org/python-list-comprehension/)is a concise way to generate sequences and apply transformations in a single line of code. This method is useful when we need to create structured sequences dynamically. Below is an example demonstrating how list comprehension is used to create a Series with a custom index.

import pandas as pd

ser=pd.Series(range(1,20,3), index=[x for x in 'abcdefg'])

print(ser)

**Output:**
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*Using List Comprehension*

Pandas provides multiple ways to create a Series. Understanding these methods will help us work efficiently with data in Pandas making it easier to analyze and process real-world datasets. With these examples we are now able to create and work with Pandas Series in different ways. Happy coding!

* [Accessing elements of a Pandas Series](https://www.geeksforgeeks.org/accessing-elements-of-a-pandas-series/)

Pandas Series is a one-dimensional labeled array capable of holding data of any type (integer, string, float, python objects, etc.). Labels need not be unique but must be a hashable type. An element in the series can be accessed similarly to that in an **ndarray**. Elements of a series can be accessed in two ways:

* **Accessing Element from Series with Position**
* **Accessing Element Using Label (index)**

In this article, we are using “nba.csv” file, to download the CSV, click [here](https://media.geeksforgeeks.org/wp-content/uploads/nba.csv).

**Accessing Element from Series with Position**

In order to access the series element refers to the index number. Use the [index](https://www.geeksforgeeks.org/python-list-index/)operator **[ ]** to access an element in a series. The index must be an integer.

In order to access multiple elements from a series, we use [Slice operation](https://www.geeksforgeeks.org/python-list-slicing/). Slice operation is performed on Series with the use of the colon(**:**). To print elements from beginning to a range use **[:Index]**, to print elements from end-use **[:-Index]**, to print elements from specific Index till the end use **[Index:]**, to print elements within a range, use [Start Index:End Index] and to print whole Series with the use of slicing operation, use **[:]**. Further, to print the whole Series in reverse order, use**[::-**1].

**Accessing the First Element of Series**

In this example, a [Pandas](https://www.geeksforgeeks.org/pandas-tutorial/)Series named ‘ser’ is created from a NumPy array ‘data’ containing the elements ‘g’, ‘e’, ‘e’, ‘k’, ‘s’, ‘f’, ‘o’, ‘r’, ‘g’, ‘e’, ‘e’, ‘k’, ‘s’. The first element of the series is accessed and printed using `print(ser[0])`

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# creating simple array*

data = np.array(['g', 'e', 'e', 'k', 's', 'f',

'o', 'r', 'g', 'e', 'e', 'k', 's'])

ser = pd.Series(data)

*# retrieve the first element*

print(ser[0])

**Output:**

**Accessing First 5 Elements of Series**

In this example, a Pandas Series named ‘ser’ is created from a [NumPy](https://www.geeksforgeeks.org/numpy-tutorial/)array ‘data’ containing the elements ‘g’, ‘e’, ‘e’, ‘k’, ‘s’, ‘f’, ‘o’, ‘r’, ‘g’, ‘e’, ‘e’, ‘k’, ‘s’. The first five elements of the series are accessed and printed using print(ser[:5]).

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# creating simple array*

data = np.array(['g', 'e', 'e', 'k', 's', 'f',

'o', 'r', 'g', 'e', 'e', 'k', 's'])

ser = pd.Series(data)

*# retrieve the first element*

print(ser[:5])

**Output:**

0 g  
1 e  
2 e  
3 k  
4 s  
dtype: object

**Accessing Last 10 Elements of Series**

In this example, a [Pandas Series](https://www.geeksforgeeks.org/python-pandas-series/) named ‘ser’ is created from a NumPy array ‘data’ containing the elements ‘g’, ‘e’, ‘e’, ‘k’, ‘s’, ‘f’, ‘o’, ‘r’, ‘g’, ‘e’, ‘e’, ‘k’, ‘s’. The last 10 elements of the series are accessed and printed using `print(ser[-10:])`.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# creating simple array*

data = np.array(['g', 'e', 'e', 'k', 's', 'f',

'o', 'r', 'g', 'e', 'e', 'k', 's'])

ser = pd.Series(data)

*# retrieve the first element*

print(ser[-10:])

**Output:**

3 k  
4 s  
5 f  
6 o  
7 r  
8 g  
9 e  
10 e  
11 k  
12 s  
dtype: object

**Accessing First 5 Elements of Series in nba.csv File**

In this example, the Pandas module is imported, and a DataFrame ‘df’ is created by reading data from a [CSV file](https://www.geeksforgeeks.org/working-csv-files-python/) named “nba.csv” using `pd.read\_csv`. A Pandas Series ‘ser’ is then created by selecting the ‘Name’ column from the DataFrame. Finally, the first 10 elements of the series are accessed and displayed using ser.head(10).

*# importing pandas module*

**import** **pandas** **as** **pd**

*# making data frame*

df = pd.read\_csv("nba.csv")

ser = pd.Series(df['Name'])

ser.head(10)
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Now we access first 5 elements of series.

*# get first five names*

ser[:5]

**Output:**
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**Access an Element in Pandas Using Label**

In order to access an element from series, we have to set values by index label. A Series is like a fixed-size dictionary in that you can get and set values by index label. Here, we will access an element in Pandas using label.

**Accessing a Single Element Using index Label**

In this example, a Pandas Series ‘ser’ is created from a [NumPy array](https://www.geeksforgeeks.org/basics-of-numpy-arrays/) ‘data’ with custom indices provided. The element at index 16 is accessed and printed using `print(ser[16])`.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# creating simple array*

data = np.array(['g', 'e', 'e', 'k', 's', 'f',

'o', 'r', 'g', 'e', 'e', 'k', 's'])

ser = pd.Series(data, index=[10, 11, 12, 13, 14,

15, 16, 17, 18, 19, 20, 21, 22])

*# accessing a element using index element*

print(ser[16])

**Output:**

o

**Accessing a Multiple Element Using index Label**

In this example, a Pandas Series ‘ser’ is created from a NumPy array ‘data’ with custom indices provided. Multiple elements at indices 10, 11, 12, 13, and 14 are accessed and printed using `print(ser[[10, 11, 12, 13, 14]])`.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# creating simple array*

data = np.array(['g', 'e', 'e', 'k', 's', 'f',

'o', 'r', 'g', 'e', 'e', 'k', 's'])

ser = pd.Series(data, index=[10, 11, 12, 13, 14,

15, 16, 17, 18, 19, 20, 21, 22])

*# accessing a multiple element using*

*# index element*

print(ser[[10, 11, 12, 13, 14]])

**Output:**

10 g  
11 e  
12 e  
13 k  
14 s  
dtype: object

**Access Multiple Elements by Providing Label of Index**

In this example, a Pandas Series ‘ser’ is created using NumPy’s [arange()](https://www.geeksforgeeks.org/numpy-arrange-in-python/) function with values from 3 to 8 and custom indices. Elements at indices ‘a’, ‘d’ are accessed and printed using `print(ser[[‘a’, ‘d’]])`.

*# importing pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

ser = pd.Series(np.arange(3, 9), index=['a', 'b', 'c', 'd', 'e', 'f'])

print(ser[['a', 'd']])

**Output:**

a 3.0  
d 6.0  
dtype: float64

**Accessing a Multiple Element Using Index Label in nba.csv File**

In this example, the Pandas module is imported, and a [DataFrame](https://www.geeksforgeeks.org/python-pandas-dataframe/)‘df’ is created by reading data from a CSV file named “nba.csv” using `pd.read\_csv`. A Pandas Series ‘ser’ is then created by selecting the ‘Name’ column from the DataFrame. Finally, the first 10 elements of the series are accessed and displayed using `ser.head(10)`.

*# importing pandas module*

**import** **pandas** **as** **pd**

*# making data frame*

df = pd.read\_csv("nba.csv")

ser = pd.Series(df['Name'])

ser.head(10)
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Now we access an multiple element using index label.

ser[[0, 3, 6, 9]]

**Output:**
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* [Binary Operations on Series](https://www.geeksforgeeks.org/binary-operations-on-pandas-dataframe-and-series/)

Binary operations involve applying mathematical or logical operations on two objects, typically DataFrames or Series, to produce a new result. Let's learn how binary operations work in Pandas, focusing on their usage with DataFrames and Series.

The most common binary operations include:

* **Arithmetic operations**: Addition, subtraction, multiplication, division, etc.
* **Comparison operations**: Equal to, not equal to, greater than, less than, etc.
* **Logical operations**: And, or, etc.

Pandas makes it easy to perform these operations element-wise (i.e., on a per-row or per-column basis), which is particularly useful when working with large datasets.

**Binary Operations on Pandas Series**

**1. Arithmetic Operations on Series**

Arithmetic operations between two Series is applied element-wise. The index labels must align for the operation to work. If the indexes don’t match, Pandas will fill in missing values with NaN.

**Example: Adding Two Series**

import pandas as pd

s1 = pd.Series([10, 20, 30], index=['a', 'b', 'c'])

s2 = pd.Series([1, 2, 3], index=['a', 'b', 'c'])

# Adding the two Series

result = s1 + s2

print(result)

**Output**

a 11

b 22

c 33

dtype: int64

**2. Comparison Operations on Series**

Comparison operations return a Series of boolean values, indicating whether the comparison is True or False for each corresponding element.

**Example: Checking Equality**

import pandas as pd

s1 = pd.Series([10, 20, 30])

s2 = pd.Series([10, 25, 30])

# Comparing the two Series

result = s1 == s2

print(result)

**Output**

0 True

1 False

2 True

dtype: bool

**Binary Operations on Pandas DataFrame**

**1. Arithmetic Operations on DataFrames**

Similar to Series, DataFrame arithmetic operations apply element-wise between two DataFrames.

**Note:**The DataFrames must have the same shape or matching indexes and columns.

**Example: Subtracting DataFrames**

import pandas as pd

df1 = pd.DataFrame({'A': [10, 20, 30], 'B': [40, 50, 60]})

df2 = pd.DataFrame({'A': [1, 2, 3], 'B': [4, 5, 6]})

# Subtracting the DataFrames

result = df1 - df2

print(result)

**Output**

A B

0 9 36

1 18 45

2 27 54

**2. Comparison Operations on DataFrames**

Like Series, comparison operations on DataFrames return a DataFrame of boolean values. These boolean values indicate whether the corresponding elements are equal or satisfy other comparison conditions.

**Example: Checking Greater Than**

import pandas as pd

df1 = pd.DataFrame({'A': [10, 20, 30], 'B': [40, 50, 60]})

df2 = pd.DataFrame({'A': [5, 15, 35], 'B': [30, 60, 55]})

# Checking if elements of df1 are greater than df2

result = df1 > df2

print(result)

**Output**

A B

0 True True

1 True False

2 False True

**2. Comparison Operations on DataFrames**

Like Series, comparison operations on DataFrames return a DataFrame of boolean values. These boolean values indicate whether the corresponding elements are equal or satisfy other comparison conditions.

**Example: Checking Greater Than**

import pandas as pd

df1 = pd.DataFrame({'A': [10, 20, 30], 'B': [40, 50, 60]})

df2 = pd.DataFrame({'A': [5, 15, 35], 'B': [30, 60, 55]})

# Checking if elements of df1 are greater than df2

result = df1 > df2

print(result)

**Output**

A B

0 True True

1 True False

2 False True

**Logical Operations on DataFrame and Series**

Pandas also supports logical operations (AND, OR, etc.) on DataFrames and Series. These are commonly used for filtering and applying conditions.

**Example: Logical AND on Series**

import pandas as pd

s1 = pd.Series([True, False, True])

s2 = pd.Series([False, False, True])

# Applying logical AND

result = s1 & s2

print(result)

**Output**

0 False

1 False

2 True

dtype: bool

**Handling Missing Data in Binary Operations**

When performing binary operations on DataFrames or Series, missing data (NaN) can affect the results. Pandas handles missing data based on the operation:

* Arithmetic operations involving NaN will generally return NaN (e.g., NaN + 1 = NaN).
* Logical operations involving NaN might return False or True, depending on the operation.

**Example: Arithmetic with NaN**

import pandas as pd

df1 = pd.DataFrame({'A': [1, 2, None], 'B': [4, None, 6]})

df2 = pd.DataFrame({'A': [1, None, 3], 'B': [None, 5, 6]})

# Adding the DataFrames

result = df1 + df2

print(result)

**Output**

A B

0 2.0 NaN

1 NaN NaN

2 NaN 12.0

As seen above, where there is missing data (None or NaN), the result becomes NaN.

By leveraging these operations, you can perform complex calculations, comparisons, and transformations on your data, making Pandas a powerful tool for data analysis

* [Pandas Series Index() Methods](https://www.geeksforgeeks.org/python-pandas-series-index/)

[Pandas](https://www.geeksforgeeks.org/introduction-to-pandas-in-python/) Series is a **one-dimensional labeled array** capable of holding any data type (integers, strings, floats, etc.), with each element having an associated label known as its **index**. The**Series.index attribute** in Pandas allows users to get or set the index labels of a Series object, enhancing data accessibility and retrieval efficiency.**Example:**

import pandas as pd

data = pd.Series([10, 20, 30, 40], index=['a', 'b', 'c', 'd'])

# Accessing the index

print("Original Index:", data.index)

# Modifying the index

data.index = ['w', 'x', 'y', 'z']

print("Modified Series:\n", data)

**Output**

Original Index: Index(['a', 'b', 'c', 'd'], dtype='object')

Modified Series:

w 10

x 20

y 30

z 40

dtype: int64

**Explanation:** This code creates a Pandas Series with custom index labels (‘a’, ‘b’, ‘c’, ‘d’) and retrieves the index using**data.index.** It then updates the index to (‘w’, ‘x’, ‘y’, ‘z’).

**Syntax**

*Series.index # Access index labels*

*Series.index = new\_index # Modify index labels*

**Parameter:** This method does not take any parameter.

**Returns:** Index labels of the Series.

**Functionality:**

* Retrieves the current index labels of the Series.
* Can be used to set new index labels.
* Supports both unique and duplicate index labels.
* Useful for locating elements efficiently within a Series.

**Examples of Pandas Series Index() Attribute**

**Example 1.**Assigning Duplicate Index Labels

**Pandas**allows assigning duplicate index labels, which can be useful in cases where multiple elements share the same category.

import pandas as pd

series = pd.Series(['New York', 'Chicago', 'Toronto', 'Lisbon'])

# Creating the row axis labels

series.index = ['City 1', 'City 1', 'City 3', 'City 3']

print(series)

**Output**

City 1 New York

City 1 Chicago

City 3 Toronto

City 3 Lisbon

dtype: object

**Explanation:**Even with duplicate labels (**‘City 1’ and ‘City 3’** appearing twice), Pandas maintains the Series structure and ensures data integrity.

**Example 2.**Retrieving Index Labels

The **Series.index attribute** can also be used to retrieve the current index labels of a Series.

import pandas as pd

Date = ['1/1/2018', '2/1/2018', '3/1/2018', '4/1/2018']

idx\_name = ['Day 1', 'Day 2', 'Day 3', 'Day 4']

sr = pd.Series(data = Date,index = idx\_name)

print(sr.index)

**Output**

Index(['Day 1', 'Day 2', 'Day 3', 'Day 4'], dtype='object')

**Explanation:**The index labels (‘Day 1’ to ‘Day 4’) are assigned to a Series and retrieved using series.index.

**Example 3.** Resetting Index to Default

If needed, we can reset the index to default integer values.

import pandas as pd

Date = ['1/1/2018', '2/1/2018', '3/1/2018', '4/1/2018']

idx\_name = ['Day 1', 'Day 2', 'Day 3', 'Day 4']

sr = pd.Series(data = Date, # Series Data

index = idx\_name # Index

)

​

# Resetting index to default

sr.reset\_index(drop=True, inplace=True)

print(sr)

**Output**

0 1/1/2018

1 2/1/2018

2 3/1/2018

3 4/1/2018

dtype: object

**Explanation: reset\_index(drop=True, inplace=True)**removes the custom index and replaces it with the default integer index while modifying the Series in place.

* [Create a Pandas Series from array](https://www.geeksforgeeks.org/create-a-pandas-series-from-array/)

A [**Pandas Series**](https://www.geeksforgeeks.org/python-pandas-series/) is a one-dimensional labeled array that stores various data types, including numbers (integers or floats), strings, and Python objects. It is a fundamental data structure in the Pandas library used for efficient data manipulation and analysis. In this guide we will explore two simple methods to create a Pandas **Series** from a NumPy array.

**Creating a Pandas Series Without an Index**

By default when you create a Series from a NumPy array Pandas automatically assigns a numeric index starting from **0**. Here pd.Series(data) converts the array into a **Pandas Series** automatically assigning an index.

import pandas as pd

import numpy as np

data = np.array(['a', 'b', 'c', 'd', 'e'])

s = pd.Series(data)

print(s)

**Output:**

![Screenshot-2025-03-15-194119](data:image/png;base64,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)

**Explanation:**

* The default index starts from **0** and increments by **1**.
* The data type (dtype: object) means it stores text values

**Creating a Pandas Series With a Custom Index**

In this method we specify custom indexes instead of using Pandas’ default numerical indexing. This is useful when working with structured data, such as **employee IDs, timestamps, or product codes** where meaningful indexes enhance data retrieval and analysis.

import pandas as pd

import numpy as np

data = np.array(['a', 'b', 'c', 'd', 'e'])

s = pd.Series(data, index=[1000, 1001, 1002, 1003, 1004])

print(s)

**Output:**

![Screenshot-2025-03-15-194326](data:image/png;base64,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)

**Explanation:**

* Custom indexes (**1000, 1001, 1002…**) replace the default ones and allow meaningful data representation.
* Custom indexing enhances **data retrieval**, and make easier to access specific values directly using meaningful labels (e.g., s[1002] instead of s[2]).

Creating a Pandas Series from a NumPy array is simple and efficient. You can use the default index for quick access or assign a custom index for better data organization.